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**Цель работы.**

Изучить алгоритм поиска множественных шаблонов в заданном тексте с и без использования символов-джокеров. Данным алгоритмом является алгоритм Ахо-Корасик. Написать реализацию алгоритма, найти асимптотики по времени и по памяти.

**Задание 1.**

Разработайте программу, решающую задачу точного поиска набора образцов.

**Вход**:

Первая строка содержит текст (T,1≤|T|≤100000 ).

Вторая - число n (1≤n≤3000), каждая следующая из n строк содержит шаблон из набора P={p1,…,pn}1≤|pi|≤75

Все строки содержат символы из алфавита {A,C,G,T,N}

**Выход**:

Все вхождения образцов из P в T.

Каждое вхождение образца в текст представить в виде двух чисел - i p

Где i - позиция в тексте (нумерация начинается с 1), с которой начинается вхождение образца с номером p

(нумерация образцов начинается с 1).

Строки выхода должны быть отсортированы по возрастанию, сначала номера позиции, затем номера шаблона.

**Пример входных данных.**
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***Пример выходных данных.***

*1 1*

*2 1*

**Задание 2.**

Используя реализацию точного множественного поиска, решите задачу точного поиска для одного образца с джокером.

В шаблоне встречается специальный символ, именуемого джокером (wild card), который "совпадает" с любым символом. По заданному содержащему шаблоны образцу P необходимо найти все вхождения Р в текст Т.

Например, образец аb??с? с джокером ? встречается дважды в тексте xabvccbababcax.

Символ джокер не входит в алфавит, символы которого используются в T. Каждый джокер соответствует одному символу, а не подстроке неопределенной длины. В шаблоне входит хотя бы один символ не джокер, те шаблоны вида ??? недопустимы.

Все строки содержат символы из алфавита {A,C,G,T,N}

**Вход**:

Текст (T,1≤|T|≤100000 )

Шаблон (P,1≤|P|≤40)

Символ джокера

**Выход**:

Строки с номерами позиций вхождений шаблона (каждая строка содержит только один номер).

Номера должны выводиться в порядке возрастания.

**Пример входных данных.**
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***Пример выходных данных.***

*1*

**Вариант 5.**

Вычислить максимальное количество дуг, исходящих из одной вершины в боре; вы́резать из строки поиска все найденные образцы и вывести остаток строки поиска.

**Описание алгоритма.**

На вход программе подается строка для обработки, паттерны и для второй программы еще и символ-джокер.

Программа подразумевает два этапа: этап инициализации бора и нахождения всех паттернов в строке для обработки.

Первый этап.

1. Первоначальная инициализация: добавление вершины-корня в бор.
2. Добавление всех строк.

Строится бор последовательным добавлением исходных строк. Изначально есть 1 вершина, корень (root) — пустая строка. Добавление строки происходит так: начиная в корне, двигаемся по дереву, выбирая каждый раз ребро, соответствующее очередной букве строки. Если такого ребра нет, то оно создается вместе с вершиной. На Рисунке 1 приведен пример построенного бора для строк: 1)acab, 2)accc, 3)acac, 4)baca, 5)abb, 6)z, 7)ac. Красными кругами отмечены концы строк.

![image](data:image/png;base64,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)

Рисунок 1.

Второй этап.

1. Нахождение всех вхождений паттернов в текст. Обработка происходит посимвольно.
2. Каждый из символов посылается в функцию автомата вместе текущим местоположением в боре(оно запоминается).
3. Автомат уже определяет следующее местоположение в боре. Если из текущей вершины ***v*** есть прямой путь до вершины соответствующей искомому символу **u**, то автомат возвращает этот путь. Если нет, то проверяется наличие джокера как **u**,иначе происходит переход по суффиксной ссылке (про них ниже) и поиск продолжается аналогично. В том случае, когда автомат пришел к корню, он останавливается. Поиск продолжается с корня. Схема представлена на Рисунке 2.
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Рисунок 2.

1. Суффиксной ссылкой вершины ***v*** называется указатель на вершину ***u***, такую что строка ***u*** — наибольший cобственный суффикс строки ***v***, или, если такой вершины нет в боре, то указатель на корень. В частности, ссылка из корня ведет в него же.

В задаче получения суф. ссылки от вершины можно использовать ленивую динамику. Эвристика заключена в следующем: для получения суф. ссылки вершины ***v*** (строки *s*[*i*..*j*]) спустимся до ее предка *par*, пройдем по суф. ссылке *par* и запустим переход от текущей вершины *t* по символу *symb*, который написан на ребре от *par* до *v*. Очевидно, что сначала мы попадем в наибольший суфикс *s*[*i*..*j-1*] такой что, он имеет ребро с символом *symb*, потом пройдем по этому ребру. По определению, получившаяся вершина и есть суффикная ссылка из вершин ***v***. Схема представлена на Рисунке 3.
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Рисунок 3.

Пример расстановки суф. ссылок для бора приведен на Рисунке 4.

![image](data:image/png;base64,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)

Рисунок 4.

1. После обработки для каждого символа местоположение в боре проверяется на достижение паттернов. В случае их нахождения, данные о их местоположении сохраняются в вектор.

В итоге, программа выводит собранные данные и завершается.

**Асимптотика алгоритма.**

Существующий вариант алгоритм проходит циклом по длине s (N=s.length()), откуда его уже можно оценить как O(N\*O(check)), но так как check прыгает только по заведомо помеченным вершинам, для которых flag=true, то общую ассимптотику можно оценить как O(N+t), где t — количество всех возможных вхождений всех строк-образцов в s. Если быть точным и учитывать вычисления автомата и суф. ссылок, то алгоритм работает O(M\*k+N+t), где M=bohr.size().

Память — константные массивы размера k для каждой вершины бора, откуда и выливается оценка O(M\*k).

Оказывается, другой способ хранения, а конкретно, обращения к алфавиту, способен изменить эту оценку. Будем использовать отображение map<char,int> вместо массива. Читаем здесь и здесь, видим, что структура данных map из STL реализована красно-черным деревом, а время обращения к его элементам пропорционально логарифму числа элементов. В нашем случае — двоичному логарифму размера алфавита k (что практически константа). Общее время — O((M+N)\*log k+t). На практике, это значительнее быстрее массива. Map вовсе не хранит лишних ячеек памяти для элементов, поэтому память пропорциональна количеству ребер в боре (а следовательно и количеству вершин в боре, т.к. в дереве с M вершин — M-1 ребер). Количество вычислений переходов автомата, очевидно, пропорционально длине строки. Получившаяся оценка — O(M+N).

**Описание структур**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Название структуры** | **Тип** | **Объект** | **Параметры** | **Описание** | **Возвращаемое значение** |
| struct bohr\_vrtx | - | int next\_vrtx[k]; | - | next\_vrtx[i] — номер вершины, в которую мы придем по символу с номером i в алфавите. | - |
| - | int pat\_num; | - | номер строки-образца, обозначаемого этой вершиной. | - |
| - | int suff\_link; | - | суффиксная ссылка. | - |
| - | int auto\_move[k]; | - | запоминание перехода автомата. | - |
| - | int par; | - | вершина-отец в дереве. | - |
| - | int64\_t suff\_flink ; | - | "Хорошая" суфф. Ссылка. | - |
| - | bool flag; | - | бит, указывающий на то, является ли наша вершина исходной строкой. | - |
| - | char symb; | - | символ на ребре от par к этой вершине. | - |
| - | int count\_rec; | - | количество исходящих дуг из вершины. | - |
| class Bohr | private | vector<bohr\_vrtx> bohr ; | - | Вектор вершин. | - |
| private | vector<string> pattern ; | - | Вектор паттернов. | - |
| private | vector<pair<int, int>> remove\_text ; | - | Вектор пар(индекс, длинна) нахождения в тексте паттернов для удаления из него. | - |
| public | char joker; | - | Хранит джокер. | - |
| public | bohr\_vrtx make\_bohr\_vrtx(int p, char c) | int p – номер вершины;  char c – символ вершины. | Передает номер отца и символ на ребре в боре. | Возвращает объект новой вершины. |
| private | int get\_suff\_link(int v, int count\_rec) | int v – номер вершины;  int count\_rec – счетчик рекурсии. | Переход по суф. ссылке. | Возвращает суффиксную ссылку. |
| public | Bohr() | - | Инициализация бора. | - |
| public | void add\_string\_to\_bohr(const string &s) | const string &s – добавляемая строка | Добавление строки в бор. | - |
| private | int get\_auto\_move(int v, char ch) | int v – номер вершины для перехода;  char ch – символ – куда переходим. | Функция автомата. | Возвращает индекс вершины после перехода автомата. |
| private | int get\_suff\_flink(int v, int count\_rec) | int v - номер вершины для перехода;  int count\_rec - счетчик рекурсии; | Нахождение "хорошей" суф. ссылки. | Возвращает найденную «хорошую» суффиксную ссылку. |
| private | void check(int v, int i) | int v – номер вершины для прверки;  int i – индекс элемента строки поиска. | Проверка подстроки на нахождение в боре. | - |
| public | void find\_all\_pos(const string &s) | const string &s – строка для поиска. | Нахождение всех вхождений паттернов в текст. | - |
| public | int max\_arc() | - | Нахождение максимального количества дуг в боре. | Возвращает максимальное количество дуг в боре. |
| public | string text\_without\_patterns(const string &s) | const string &s – строка для удаления. | Удаляет из текста все найденные паттерны. | Возвращает строку без входящих в нее паттернов. |
| public | void print\_bohr(int cur\_vrtx) | int cur\_vrtx – вершина для подсветки. | Распечатка бора. | - |
| private | void print\_next(int n, int count\_tab, int cur\_vrtx) | int n, int count\_tab, int cur\_vrtx | Вспомогательная функция для распечатки. | - |
| public | void print\_patterns() | - | Распечатка паттернов. | - |

**Тестирование 1.**

|  |  |  |
| --- | --- | --- |
| Номер  теста | Тест: | Результат: |
| 1 | QWERTYUI  8  QWE  QWER  QWERTY  QOKIL  POIK  TYUI  QWERKOLH  POKOJI | 1 1  1 2  1 3  5 6  max\_arc : 3  Text without patterns: |
| 2 | ASDFGHJKLERTY  5  ASD  ER  H  QWERTYUI  OPIPO | 1 1  6 3  10 2  max\_arc : 5  Text without patterns: FGJKLTY |
| 3 | AAAAAAAAAAAaaaa  2  aa  AA | 1 2  2 2  3 2  4 2  5 2  6 2  7 2  8 2  9 2  10 2  12 1  13 1  14 1  max\_arc : 2  Text without patterns: |

**Тестирование 2.**

|  |  |  |
| --- | --- | --- |
| Номер  теста | Тест: | Результат: |
| 1 | QWERTYUERY  R$  $ | 4  9  max\_arc : 1  Text without patterns: QWEYUE |
| 2 | ACT  A$  $ | 1  max\_arc : 1  Text without patterns: T |
| 3 | ACTACTTACATCATTATTCTTTAATC  AC$  $ | 1  4  8  max\_arc : 1  Text without patterns: TTCATTATTCTTTAATC |

**Вывод.**

В ходе выполнения лабораторной работы был изучен алгоритм АхоКорасик. Была написана реализация для поиска подстрок в заданном текст с использованием и без использования символов-джокеров. Были рассчитаны асимптотики работы алгоритма.

**Приложение 1. Код программы.**

* **5.1**[**.c**](https://github.com/makometr/AiSD/pull/37/files#diff-240c2792fd92b595432e18629f6e16b6)**pp**

#include <iostream>

#include <cstring>

#include <vector>

#include <windows.h>

using namespace std;

// Размер алфавита

const int k = 60;

HANDLE hConsole = GetStdHandle(STD\_OUTPUT\_HANDLE);

struct bohr\_vrtx

{

int next\_vrtx[k]; //next\_vrtx[i] — номер вершины, в которую мы придем по символу с номером i в алфавите

int pat\_num; //номер строки-образца, обозначаемого этой вершиной

int suff\_link; //suff\_link - суффиксная ссылка

int auto\_move[k]; //auto\_move - запоминание перехода автомата

int par; //par - вершина-отец в дереве

int64\_t suff\_flink; //suff\_flink - "хорошая" суф. ссылка

bool flag; //flag — бит, указывающий на то, является ли наша вершина исходной строкой

char symb; //символ на ребре от par к этой вершине

int count\_arc; //количество исхдящих дуг из вершины

};

class Bohr

{

vector<bohr\_vrtx> bohr;

vector<string> pattern;

vector<pair<int, int>> remove\_text;

//Функция добваления вершины в бор

bohr\_vrtx make\_bohr\_vrtx(int p, char c) //передаем номер отца и символ на ребре в боре

{

bohr\_vrtx v; //(255)=(2^8-1)=(все единицы в каждом байте памяти)=(-1 в дополнительном коде целого 4-байтного числа int)

memset(v.next\_vrtx, 255, sizeof(v.next\_vrtx));

memset(v.auto\_move, 255, sizeof(v.auto\_move));

v.flag = false; //По умолчанию: вершина - не сходная строка

v.suff\_link = -1; //изначально - суф. ссылки нет

v.par = p;

v.symb = c;

v.suff\_flink = -1;

v.count\_arc = 0;

return v;

}

public:

Bohr()

{

//добавляем единственную вершину - корень

bohr.push\_back(make\_bohr\_vrtx(0, '$'));

}

~Bohr() = default;

//Добавление строки в бор

void add\_string\_to\_bohr(const string &s)

{

int num = 0; //начинаем с корня

for (int i = 0; i < s.length(); i++)

{

cout << '\t' << s[i] << " - ";

int ch = s[i] - 'A'; //получаем номер в алфавите для символа строки

if (bohr[num].next\_vrtx[ch] == -1) //-1 - признак отсутствия ребра

{

cout << "символа в боре нет. Добавлим ребро для него." << endl;

bohr[num].count\_arc++;

bohr.push\_back(make\_bohr\_vrtx(num, ch)); //Создание вершины

bohr[num].next\_vrtx[ch] = bohr.size() - 1; //Установление ребра

}

else

cout << "символ был в боре. Переходим к нему." << endl;

num = bohr[num].next\_vrtx[ch]; //Переход в следующую вершину

}

cout << "\tПометим конец строки." << endl;

bohr[num].flag = true; //Пометка конца паттерна

pattern.push\_back(s);

bohr[num].pat\_num = pattern.size() - 1;

}

private:

//Переход по суф. ссылке

int get\_suff\_link(int v, int count\_rec)

{

for(int i = 0; i < count\_rec; i++)

cout << '\t';

cout <<"\tДля " << (v ? (char)(bohr[v].symb +'A') : '$') << " ";

if (bohr[v].suff\_link == -1) //если еще не считали

{

cout << "суфф. ссылка не определена." << endl;

for(int i = 0; i < count\_rec; i++)

cout << '\t';

if (v == 0 || bohr[v].par == 0) //если v - корень или предок v - корень

{

cout << "\tМы у корня. Идти не куда. Следовательно суфф. ссылка ведет в корень." << endl;

bohr[v].suff\_link = 0;

}else

{

cout << "\tСоздадим ее. Перейдем к родителю:" << endl;

bohr[v].suff\_link = get\_auto\_move(get\_suff\_link(bohr[v].par, count\_rec + 1), bohr[v].symb);

}

}else

cout << "суфф. ссылка уже была найдена. Она ведет к "<< (bohr[v].suff\_link ? (char)(bohr[bohr[v].suff\_link].symb +'A') : '$') << endl;

return bohr[v].suff\_link;

}

//Функция автомата

int get\_auto\_move(int v, char ch)

{

if (bohr[v].auto\_move[ch] == -1) //Если для нашего случая переход автомата еще не определен, то определим его

{

cout << "\tАвтомат перехода не был определен. Определим его:" << endl;

if (bohr[v].next\_vrtx[ch] != -1) //Если из вершины v есть путь в ch

{

cout << "\tБыла найдена дуга (" << (v ? (char)(bohr[v].symb +'A') : '$') <<", " << (char)(ch+'A') << ")" << endl;

cout << "\tТеперь автомат определен." << endl;

bohr[v].auto\_move[ch] = bohr[v].next\_vrtx[ch]; //Установим автомат перехода в нее

}else if (v == 0) //Если пришли в корень

{

cout << "\tДуга (" << (v ? (char)(bohr[v].symb +'A') : '$') <<", " << (char)(ch+'A') << ") не найдена" << endl;

cout << "\tПришли к корню. Теперь автомат определен." << endl;

bohr[v].auto\_move[ch] = 0; //Установим автомат перехода в корень

}else //Иначе

{

cout << "\tДуга (" << (v ? (char)(bohr[v].symb +'A') : '$') <<", " << (char)(ch+'A') << ") не найдена." << endl;

cout << "\tПереходим по суффиксной ссылке." << endl;

bohr[v].auto\_move[ch] = get\_auto\_move(get\_suff\_link(v, 0), ch); //Установим автомат перехода рекурсивно в соответствии с автоматом для вершины в которую ведет суфф. ссылка текушей вершины

}

}else

cout << "автомат перехода был определен.";

return bohr[v].auto\_move[ch];

}

// Нахождение "хорошей" суф. ссылки

int get\_suff\_flink(int v, int count\_rec)

{

if (bohr[v].suff\_flink == -1)

{

int u = get\_suff\_link(v, count\_rec); //Переход по суфф. ссылке

if (u == 0) //либо v - корень, либо суфф. ссылка v указывает на корень

bohr[v].suff\_flink = 0;

else

bohr[v].suff\_flink = (bohr[u].flag) ? u : get\_suff\_flink(u, count\_rec + 1); // В случае ненахождения конца паттерна, рекурсивный поиск

}

return bohr[v].suff\_flink;

}

// Проверка подстроки на нахождение в боре

void check(int v, int i)

{

for (int u = v; u != 0; u = get\_suff\_flink(u, 0)) //Переходы по суфф. ссылкам

{

if (bohr[u].flag)

{

SetConsoleTextAttribute(hConsole, FOREGROUND\_RED);

cout << "Найдена подстрока: " << pattern[bohr[u].pat\_num] << endl;

cout << i - pattern[bohr[u].pat\_num].length() + 1 << " " << bohr[u].pat\_num + 1 << endl;

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

remove\_text.push\_back({i - pattern[bohr[u].pat\_num].length(), pattern[bohr[u].pat\_num].size()}); //Добавление в вектор для последующей обработки текста

}

}

}

public:

// Нахождение всех вхождений паттернов в текст

void find\_all\_pos(const string &s)

{

int u = 0;

for (int i = 0; i < s.length(); i++)

{

cout << endl << i+1<< ") "<< s[i] << " - ";

u = get\_auto\_move(u, s[i] - 'A'); //Переход автомата

cout << endl << "\tПроверка подстроки на нахождение в боре:" << endl;

check(u, i + 1); // Проверка подстроки на нахождение в боре

print\_bohr(u);

}

}

// Нахождение максиматльного кличества дуг в боре

int max\_arc()

{

int i\_max\_count\_arc = 0;

for (int i = 0; i < bohr.size(); i++)

if (bohr[i\_max\_count\_arc].count\_arc < bohr[i].count\_arc)

i\_max\_count\_arc = i;

return bohr[i\_max\_count\_arc].count\_arc;

}

// Удаляет из текста все найденные паттерны

string text\_without\_patterns(const string &s)

{

string final\_text;

bool remove\_ind[s.length()]; //Массив пометок об удалении буквы из строки

memset(remove\_ind, true, s.length());

for (int i = 0; i < remove\_text.size(); i++) //Область паттерна помечена false

memset(remove\_ind + remove\_text[i].first, false, remove\_text[i].second);

for (int i = 0; i < s.length(); i++)

if (remove\_ind[i]) //Для всех не помеченных букв: добавить к строке

final\_text += s[i];

return final\_text;

}

//Распечатка бора

void print\_bohr(int cur\_vrtx)

{

if(cur\_vrtx != -1)

if(bohr[cur\_vrtx].suff\_link == 0)

SetConsoleTextAttribute(hConsole, FOREGROUND\_RED | FOREGROUND\_GREEN | FOREGROUND\_INTENSITY);

cout << bohr[0].symb << endl;

if(cur\_vrtx!= -1)

if(bohr[cur\_vrtx].suff\_link == 0)

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

print\_next(0, 0, cur\_vrtx);

}

private:

void print\_next(int n, int count\_tab, int cur\_vrtx)

{

int next;

int next\_count\_tab = 0;

for (int i = 0; i < k; i++)

{

next = bohr[n].next\_vrtx[i];

if (next != -1)

{

cout << " - ";

if(next == cur\_vrtx)

SetConsoleTextAttribute(hConsole, FOREGROUND\_GREEN);

if(cur\_vrtx != -1)

if(bohr[cur\_vrtx].suff\_link == next)

SetConsoleTextAttribute(hConsole, FOREGROUND\_RED | FOREGROUND\_GREEN | FOREGROUND\_INTENSITY);

cout << (char)(bohr[next].symb + 'A');

if(next == cur\_vrtx)

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

if(cur\_vrtx!= -1)

if(bohr[cur\_vrtx].suff\_link == next)

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

if (bohr[next].flag)

cout << "(" << bohr[next].pat\_num + 1 << ")";

print\_next(next, count\_tab + 1, cur\_vrtx);

next\_count\_tab++;

if (bohr[next].count\_arc == 0)

cout << endl;

if (next\_count\_tab != bohr[n].count\_arc)

for (int p = 0; p < count\_tab; p++)

cout << " ^";

}

}

};

public:

//Распечатка паттернов

void print\_patterns()

{

for (int i = 0; i < pattern.size(); i++)

cout << i + 1 << ") " << pattern[i] << endl;

}

};

int main()

{

setlocale(LC\_ALL, "rus");

string T, pattern;

int n;

cout << "Введите текст и количество паттернов:" << endl;

cin >> T >> n;

// Инициализация бора

cout << "Инициализация бора:" << endl;

Bohr bohr;

cout << "Добавление паттернов в бор:" << endl;

for (int i = 0; i < n; i++)

{

cout << i + 1 << ") ";

cin >> pattern;

// Добавление паттернов в бор

bohr.add\_string\_to\_bohr(pattern);

bohr.print\_bohr(-1);

}

cout << "Итоговое предсталение бора для списка паттернов:" << endl;

bohr.print\_patterns();

bohr.print\_bohr(-1);

cout << endl << endl << "Нахождение всех паттернов в строке " << T << ":" << endl;

bohr.find\_all\_pos(T);

cout << "max\_arc : " << bohr.max\_arc() << endl;

cout << "Text without patterns: " << bohr.text\_without\_patterns(T) << endl;

}

* **5.2**[**.c**](https://github.com/makometr/AiSD/pull/37/files#diff-240c2792fd92b595432e18629f6e16b6)**pp**

#include <iostream>

#include <cstring>

#include <vector>

#include <windows.h>

using namespace std;

// Размер алфавита

const int k = 90;

HANDLE hConsole = GetStdHandle(STD\_OUTPUT\_HANDLE);

struct bohr\_vrtx

{

int next\_vrtx[k]; //next\_vrtx[i] — номер вершины, в которую мы придем по символу с номером i в алфавите

int pat\_num; //номер строки-образца, обозначаемого этой вершиной

int suff\_link; //suff\_link - суффиксная ссылка

int auto\_move[k]; //auto\_move - запоминание перехода автомата

int par; //par - вершина-отец в дереве

int64\_t suff\_flink; //suff\_flink - "хорошая" суф. ссылка

bool flag; //flag — бит, указывающий на то, является ли наша вершина исходной строкой

char symb; //символ на ребре от par к этой вершине

int count\_arc; //количество исхдящих дуг из вершины

};

class Bohr

{

vector<bohr\_vrtx> bohr;

vector<string> pattern;

vector<pair<int, int>> remove\_text;

public:

char joker;

private:

//Функция добваления вершины в бор

bohr\_vrtx make\_bohr\_vrtx(int p, char c) //передаем номер отца и символ на ребре в боре

{

bohr\_vrtx v; //(255)=(2^8-1)=(все единицы в каждом байте памяти)=(-1 в дополнительном коде целого 4-байтного числа int)

memset(v.next\_vrtx, 255, sizeof(v.next\_vrtx));

memset(v.auto\_move, 255, sizeof(v.auto\_move));

v.flag = false; //По умолчанию: вершина - не сходная строка

v.suff\_link = -1; //изначально - суф. ссылки нет

v.par = p;

v.symb = c;

v.suff\_flink = -1;

v.count\_arc = 0;

return v;

}

public:

Bohr()

{

//добавляем единственную вершину - корень

bohr.push\_back(make\_bohr\_vrtx(0, '$'));

}

//Добавление строки в бор

void add\_string\_to\_bohr(const string &s)

{

int num = 0; //начинаем с корня

for (int i = 0; i < s.length(); i++)

{

cout << '\t' << s[i] << " - ";

int ch = s[i] - ' '; //получаем номер в алфавите для символа строки

if (bohr[num].next\_vrtx[ch] == -1) //-1 - признак отсутствия ребра

{

cout << "символа в боре нет. Добавлим ребро для него." << endl;

bohr[num].count\_arc++;

bohr.push\_back(make\_bohr\_vrtx(num, ch)); //Создание вершины

bohr[num].next\_vrtx[ch] = bohr.size() - 1; //Установление ребра

}

else

cout << "символ был в боре. Переходим к нему." << endl;

num = bohr[num].next\_vrtx[ch]; //Переход в следующую вершину

}

cout << "\tПометим конец строки." << endl;

bohr[num].flag = true; //Пометка конца паттерна

pattern.push\_back(s);

bohr[num].pat\_num = pattern.size() - 1;

}

private:

//Переход по суф. ссылке

int get\_suff\_link(int v, int count\_rec)

{

for(int i = 0; i < count\_rec; i++)

cout << '\t';

cout <<"\tДля " << (v ? (char)(bohr[v].symb +' ') : '$') << " ";

if (bohr[v].suff\_link == -1) //если еще не считали

{

cout << "суфф. ссылка не определена." << endl;

for(int i = 0; i < count\_rec; i++)

cout << '\t';

if (v == 0 || bohr[v].par == 0) //если v - корень или предок v - корень

{

cout << "\tМы у корня. Идти не куда. Следовательно суфф. ссылка ведет в корень." << endl;

bohr[v].suff\_link = 0;

}else

{

cout << "\tСоздадим ее. Перейдем к родителю:" << endl;

bohr[v].suff\_link = get\_auto\_move(get\_suff\_link(bohr[v].par, count\_rec + 1), bohr[v].symb);

}

}else

cout << "суфф. ссылка уже была найдена. Она ведет к "<< (bohr[v].suff\_link ? (char)(bohr[bohr[v].suff\_link].symb +' ') : '$') << endl;

return bohr[v].suff\_link;

}

//Функция автомата

int get\_auto\_move(int v, char ch)

{

if (bohr[v].auto\_move[ch] == -1) //Если для нашего случая переход автомата еще не определен, то определим его

{

cout << "\tАвтомат перехода не был определен. Определим его:" << endl;

if (bohr[v].next\_vrtx[ch] != -1) //Если из вершины v есть путь в ch

{

cout << "\tБыла найдена дуга (" << (v ? (char)(bohr[v].symb +' ') : '$') <<", " << (char)(ch+' ') << ")" << endl;

cout << "\tТеперь автомат определен." << endl;

bohr[v].auto\_move[ch] = bohr[v].next\_vrtx[ch]; //Установим автомат перехода в нее

}else if (bohr[v].next\_vrtx[joker] != -1) //Или есть джокер

{

cout << "\tБыла найдена дуга (" << (v ? (char)(bohr[v].symb +' ') : '$') <<", " << (char)(joker + ' ') << ")" << endl;

cout << "\tТеперь автомат определен." << endl;

bohr[v].auto\_move[ch] = bohr[v].next\_vrtx[joker];

}else if (v == 0) //Если пришли в корень

{

cout << "\tДуга (" << (v ? (char)(bohr[v].symb +' ') : '$') <<", " << (char)(ch+' ') << ") не найдена" << endl;

cout << "\tПришли к корню. Теперь автомат определен." << endl;

bohr[v].auto\_move[ch] = 0; //Установим автомат перехода в корень

}else //Иначе

{

cout << "\tДуга (" << (v ? (char)(bohr[v].symb +' ') : '$') <<", " << (char)(ch+' ') << ") не найдена." << endl;

cout << "\tПереходим по суффиксной ссылке." << endl;

bohr[v].auto\_move[ch] = get\_auto\_move(get\_suff\_link(v, 0), ch); //Установим автомат перехода рекурсивно в соответствии с автоматом для вершины в которую ведет суфф. ссылка текушей вершины

}

}else

cout << "автомат перехода был определен.";

return bohr[v].auto\_move[ch];

}

// Нахождение "хорошей" суф. ссылки

int get\_suff\_flink(int v, int count\_rec)

{

if (bohr[v].suff\_flink == -1)

{

int u = get\_suff\_link(v, count\_rec); //Переход по суфф. ссылке

if (u == 0) //либо v - корень, либо суфф. ссылка v указывает на корень

bohr[v].suff\_flink = 0;

else

bohr[v].suff\_flink = (bohr[u].flag) ? u : get\_suff\_flink(u, count\_rec + 1); // В случае ненахождения конца паттерна, рекурсивный поиск

}

return bohr[v].suff\_flink;

}

// Проверка подстроки на нахождение в боре

void check(int v, int i)

{

for (int u = v; u != 0; u = get\_suff\_flink(u, 0)) //Переходы по суфф. ссылкам

{

if (bohr[u].flag)

{

SetConsoleTextAttribute(hConsole, FOREGROUND\_RED);

cout << "Найдена подстрока: " << pattern[bohr[u].pat\_num] << endl;

cout << i - pattern[bohr[u].pat\_num].length() + 1 << " " << bohr[u].pat\_num + 1 << endl;

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

remove\_text.push\_back({i - pattern[bohr[u].pat\_num].length(), pattern[bohr[u].pat\_num].size()}); //Добавление в вектор для последующей обработки текста

}

}

}

public:

// Нахождение всех вхождений паттернов в текст

void find\_all\_pos(const string &s)

{

int u = 0;

for (int i = 0; i < s.length(); i++)

{

cout << endl << i+1<< ") "<< s[i] << " - ";

u = get\_auto\_move(u, s[i] - ' '); //Переход автомата

cout << endl << "\tПроверка подстроки на нахождение в боре:" << endl;

check(u, i + 1); // Проверка подстроки на нахождение в боре

print\_bohr(u);

}

}

// Нахождение максиматльного кличества дуг в боре

int max\_arc()

{

int i\_max\_count\_arc = 0;

for (int i = 0; i < bohr.size(); i++)

if (bohr[i\_max\_count\_arc].count\_arc < bohr[i].count\_arc)

i\_max\_count\_arc = i;

return bohr[i\_max\_count\_arc].count\_arc;

}

// Удаляет из текста все найденные паттерны

string text\_without\_patterns(const string &s)

{

string final\_text;

bool remove\_ind[s.length()];

memset(remove\_ind, true, s.length());

for (int i = 0; i < remove\_text.size(); i++)

memset(remove\_ind + remove\_text[i].first, false, remove\_text[i].second);

for (int i = 0; i < s.length(); i++)

if (remove\_ind[i])

final\_text += s[i];

return final\_text;

}

//Распечатка бора

void print\_bohr(int cur\_vrtx)

{

if(cur\_vrtx != -1)

if(bohr[cur\_vrtx].suff\_link == 0)

SetConsoleTextAttribute(hConsole, FOREGROUND\_RED | FOREGROUND\_GREEN | FOREGROUND\_INTENSITY);

cout << bohr[0].symb << endl;

if(cur\_vrtx!= -1)

if(bohr[cur\_vrtx].suff\_link == 0)

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

print\_next(0, 0, cur\_vrtx);

}

private:

void print\_next(int n, int count\_tab, int cur\_vrtx)

{

int next;

int next\_count\_tab = 0;

for (int i = 0; i < k; i++)

{

next = bohr[n].next\_vrtx[i];

if (next != -1)

{

cout << " - ";

if(next == cur\_vrtx)

SetConsoleTextAttribute(hConsole, FOREGROUND\_GREEN);

if(cur\_vrtx != -1)

if(bohr[cur\_vrtx].suff\_link == next)

SetConsoleTextAttribute(hConsole, FOREGROUND\_RED | FOREGROUND\_GREEN | FOREGROUND\_INTENSITY);

cout << (char)(bohr[next].symb + ' ');

if(next == cur\_vrtx)

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

if(cur\_vrtx!= -1)

if(bohr[cur\_vrtx].suff\_link == next)

SetConsoleTextAttribute(hConsole, FOREGROUND\_BLUE | FOREGROUND\_GREEN |FOREGROUND\_RED);

if (bohr[next].flag)

cout << "(" << bohr[next].pat\_num + 1 << ")";

print\_next(next, count\_tab + 1, cur\_vrtx);

next\_count\_tab++;

if (bohr[next].count\_arc == 0)

cout << endl;

if (next\_count\_tab != bohr[n].count\_arc)

for (int p = 0; p < count\_tab; p++)

cout << " ^";

}

}

};

public:

//Распечатка паттернов

void print\_patterns()

{

for (int i = 0; i < pattern.size(); i++)

cout << i + 1 << ") " << pattern[i] << endl;

}

};

int main()

{

setlocale(LC\_ALL, "rus");

string T, pattern;

char joker;

cout << "Введите текст, паттерн и джокер:" << endl;

cin >> T >> pattern >> joker;

joker -= ' ';

// Инициализация бора

cout << "Инициализация бора:" << endl;

Bohr bohr;

//Инициализация джокера

bohr.joker = joker;

bohr.add\_string\_to\_bohr(pattern);

cout << "Итоговое предсталение бора для списка паттернов:" << endl;

bohr.print\_patterns();

bohr.print\_bohr(-1);

cout << endl << endl << "Нахождение всех паттернов в строке " << T << ":" << endl;

// Нахождение всех паттернов в строке T

bohr.find\_all\_pos(T);

cout << "max\_arc : " << bohr.max\_arc() << endl;

cout << "Text without patterns: " << bohr.text\_without\_patterns(T) << endl;

}